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**Мета:** провести двофакторний експеримент, перевірити однорідність дисперсії за

критерієм Романовського, отримати коефіцієнти рівняння регресії, провести

натуралізацію рівняння регресії.

Введемо такі позначення:

*N* – кількість точок плану (рядків матриці планування)

*k –* кількість факторів(кількість **x**)

*m* – кількість дослідів **y** за однієї і тієї ж комбінації факторів (test)

*s x* - нормовані значення факторів (*s* =1, *k*)

**Завдання на лабораторну роботу**

1. Записати лінійне рівняння регресії.

2. Обрати тип двофакторного експерименту і скласти матрицю планування для

нього з використанням додаткового нульового фактору (хо=1).

3. Провести експеримент в усіх точках повного факторного простору (знайти

значення функції відгуку y). Значення функції відгуку задати випадковим

чином у відповідності до варіанту у діапазоні ymin ÷ ymax

ymax = (30 - Nваріанту)\*10,

ymin = (20 - Nваріанту)\*10.

Варіанти обираються по номеру в списку в журналі викладача.

![](data:image/png;base64,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) ![](data:image/png;base64,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)

4. Перевірити однорідності дисперсії за критерієм Романовського

5. Знайти коефіцієнти нормованих рівнянь регресії і виконати перевірку

(підставити значення нормованих факторів і коефіцієнтів у рівняння).

6. Провести натуралізацію рівняння регресії й виконати перевірку

натуралізованого рівняння.

7. Написати комп'ютерну програму, яка все це виконує.

**Програмний код**

**import** random **as** rn  
**from** numpy **import** linalg **as** lg  
**import** pprint  
  
**def** experiment(x1, x2, y):  
 y\_gen = [rn.randint(y[0], y[1]) **for** i **in** range(5)]  
 y\_mid = sum(y\_gen)/len(y\_gen)  
 sigma = 0  
 **for** i **in** range(len(y\_gen)):  
 sigma += ((y\_gen[i] - y\_mid)\*\*2)/5  
 **return** [x1, x2, y\_gen, y\_mid, sigma]  
  
**def** kriteria(x1, x2, y):  
 flag = 1  
 **while** flag:  
 Sigma0 = 1.79  
 exp1 = experiment(x1[0], x2[0], y)  
 exp2 = experiment(x1[1], x2[0], y)  
 exp3 = experiment(x1[0], x2[1], y)  
  
 F1 = exp1[-1]/exp2[-1]  
 F2 = exp3[-1]/exp1[-1]  
 F3 = exp3[-1]/exp2[-1]  
  
 F = [F1, F2, F3]  
  
 o1 = (3/5)\*F1  
 o2 = (3/5)\*F2  
 o3 = (3/5)\*F3  
  
 O = [o1, o2, o3]  
  
 R1 = abs(o1 - 1)/Sigma0  
 R2 = abs(o2 - 1)/Sigma0  
 R3 = abs(o3 - 1)/Sigma0  
  
 R = [R1, R2, R3]  
  
 **if** R1 < 2 **and** R2 < 2 **and** R3 < 2:  
 flag = 0  
  
 **return** [[exp1, exp2, exp3], F, O, R]  
  
**def** koeficients(table):  
 mx1 = (-1+1+(-1))/3  
 mx2 = (-1+(-1)+1)/3  
 my = (table[0][3] + table[1][3] + table[2][3])/3  
 a1 = (1+1+1)/3  
 a2 = (1-1-1)/3  
 a3 = (1+1+1)/3  
 a11 = ((-1)\*table[0][3] + 1\*table[1][3] + (-1)\*table[2][3])/3  
 a22 = ((-1)\*table[0][3] + (-1)\*table[1][3] + 1\*table[2][3])/3  
  
 b0 = (lg.det([[my, mx1, mx2],  
 [a11, a1, a2],  
 [a22, a2, a3]]))/(lg.det([[1, mx1, mx2],  
 [mx1, a1, a2],  
 [mx2, a2, a3]]))  
 b1 = (lg.det([[1, my, mx2],  
 [mx1, a11, a2],  
 [mx2, a22, a3]]))/(lg.det([[1, mx1, mx2],  
 [mx1, a1, a2],  
 [mx2, a2, a3]]))  
 b2 = (lg.det([[1, mx1, my],  
 [mx1, a1, a11],  
 [mx2, a2, a22]]))/(lg.det([[1, mx1, mx2],  
 [mx1, a1, a2],  
 [mx2, a2, a3]]))  
 **return** [b0, b1, b2]  
  
**def** check(koeficients, x1 = [-1, 1], x2 = [-1, 1]):  
 check1 = koeficients[0] + x1[0]\*koeficients[1] + x2[0]\*koeficients[2]  
 check2 = koeficients[0] + x1[1]\*koeficients[1] + x2[0]\*koeficients[2]  
 check3 = koeficients[0] + x1[0]\*koeficients[1] + x2[1]\*koeficients[2]  
  
 **return** [ check1, check2, check3]  
  
**def** naturalisation(x1, x2, koeficients):  
 dx1 = abs(x1[1] - x1[0])/2  
 dx2 = abs(x2[1] - x2[0])/2  
 x10 = (x1[1] + x1[0])/2  
 x20 = (x2[1] + x2[0])/2  
  
 a0 = koeficients[0] - koeficients[1]\*x10/dx1 - koeficients[2]\*x20/dx2  
 a1 = koeficients[1]/dx1  
 a2 = koeficients[2]/dx2  
  
 **return** [a0, a1, a2]  
  
  
x1 = [-30, 20]  
x2 = [-70, -10]  
print(**"x1min, x1max = {0}, {1}\n"**.format(x1[0], x1[1]))  
print(**"x2min, x2max = {0}, {1}\n"**.format(x2[0], x2[1]))  
  
ymax = (30 - 120)\*10  
ymin = (20 - 120)\*10  
y = [ymin, ymax]  
print(**"ymin, ymax = {0}, {1}\n"**.format(y[0], y[1]))  
  
research = kriteria(x1, x2, y)  
print(**"Fuv:"**)  
print(research[1])  
print(**" "**)  
  
print(**"Ouv:"**)  
print(research[2])  
print(**" "**)  
  
print(**"Ruv:"**)  
print(research[3])  
print(**" "**)  
  
  
  
  
  
table = research[0]  
koefs = koeficients(table)  
natural = naturalisation(x1, x2, koefs)  
check1 = check(koefs)  
check2 = check(natural, x1, x2)  
  
print(**"Таблиця експерименту(x12, yn, ymid, квадратичне відхилення)"**)  
pprint.pprint(table)  
print(**" "**)  
  
print(**"b0, b1, b2"**)  
print(koefs)  
print(**" "**)  
  
print(**"перевірка b"**)  
print(check1)  
print(**" "**)  
  
print(**"перевірка а"**)  
print(check2)  
print(**" "**)

**Результати роботи програми**

C:\Users\-Admin-\AppData\Local\Programs\Python\Python39\python.exe D:/SEM4/MND/Lab2/Lab2.py

x1min, x1max = -30, 20

x2min, x2max = -70, -10

ymin, ymax = -1000, -900

Fuv:

[2.080487459260309, 0.5235662716251193, 1.0892730622077371]

Ouv:

[1.2482924755561855, 0.31413976297507157, 0.6535638373246423]

Ruv:

[0.1387108801989863, 0.3831621435893455, 0.19353975568455736]

Таблиця експерименту(x12, yn, ymid, квадратичне відхилення)

[[-30, -70, [-904, -994, -921, -900, -942], -932.2, 1174.56],

[20, -70, [-972, -925, -943, -926, -900], -933.2, 564.56],

[-30, -10, [-942, -926, -949, -909, -983], -941.8, 614.96]]

b0, b1, b2

[-937.5, -0.49999999999984346, -4.7999999999998115]

перевірка b

[-932.2000000000003, -933.2, -941.8]

перевірка а

[-932.2000000000004, -933.2, -941.8000000000001]

Process finished with exit code 0

**Контрольні запитання:**

1. В теорії планування експерименту найважливішою частиною є оцінка результатів вимірів. При цьому використовують апроксимуючі поліноми, за допомогою яких ми можемо описати нашу функцію. В ТПЕ ці поліноми отримали спеціальну назву - регресійні поліноми, а їх знаходження та аналіз - регресійний аналіз.
2. Обирають так названу «довірчу ймовірність» p – ймовірність, з якою вимагається підтвердити гіпотезу про однорідність дисперсій. У відповідності до p і кількості дослідів m обирають з таблиці критичне значення критерію. Кожне експериментальне значення Ruv критерію Романовського порівнюється з Rкр. (значення критерію Романовського за різних довірчих ймовірностей p) і якщо для усіх кожне Ruv < Rкр., то гіпотеза про однорідність дисперсій підтверджується з ймовірністю p.
3. Для знаходження коефіцієнтів у лінійному рівнянні регресії застосовують повний факторний експеримент (ПФЕ). Якщо в багатофакторному експерименті використані всі можливі комбінації рівнів факторів, то такий експеримент називається повним факторним експериментом